**08 - Eventos y Oyentes de Eventos**

*Events, Event Listeners and more about Object Instances*

## **Preparación para enseñar este curso**

|  |  |
| --- | --- |
| :hourglass: **Instala** el [TKPJava](https://github.com/swandarina/TKP.Java) Material Didáctico | **1.** Burbuja Simple - [Respuesta](https://github.com/swandarina/TKP.WANDARINA.Fuente.Java/blob/master/src/main/java/org/teachingkidsprogramming/recipes/completed/section08events/SimpleBubble.java) |
| :green_book: **Lee** la lección que está en esta página | **2.** Variación de Burbuja Simple - [Respuesta](https://github.com/swandarina/TKP.WANDARINA.Fuente.Java/blob/master/src/main/java/org/teachingkidsprogramming/recipes/completed/section08events/SimpleBubbleVariation.java) |
| :computer:**Codifica** todas las recetas por ti mismo | **3.** Examen de Burbuja Simple - [Respuesta](https://github.com/swandarina/TKP.WANDARINA.Fuente.Java/blob/master/src/main/java/org/teachingkidsprogramming/recipes/completed/section08events/SimpleBubbleQuiz.java) |
| :bulb: **Revisa** la [diapositivas](https://drive.google.com/a/wandarina.com/file/d/1MnJj1QvxYOELvR4U_L37ydP8-3-nApIE/view?usp=sharing) del Lenguaje de TKP | **4.** Conectando los puntos - [Respuesta](https://github.com/swandarina/TKP.WANDARINA.Fuente.Java/blob/master/src/main/java/org/teachingkidsprogramming/recipes/completed/section08events/ConnectTheDots.java) |
| :fax: **Imprime** los [atajos de teclado](https://docs.google.com/document/d/1tzRac5nk5nkL0RcDQ0RiXQJhbRM5NxkNbmA81Dhb0dM/edit#bookmark=id.rgcmyj1v0fcr) | **5.** Inmersión Profunda 08 - [Respuesta](https://github.com/swandarina/TKP.WANDARINA.Fuente.Java/blob/master/src/main/java/org/teachingkidsprogramming/recipes/completed/section08events/DeepDive08Events.java) |
| :fax: **Imprime** [las hojas de trabajo](https://drive.google.com/drive/folders/1P1eq_7YZl-2DKDitlFsVLftzUzQQfOpY?usp=sharing) | **6.** Laberinto de Tortuga - [Respuesta](https://github.com/swandarina/TKP.WANDARINA.Fuente.Java/blob/master/src/main/java/org/teachingkidsprogramming/recipes/completed/section08events/TortoiseMaze.java) |
| :swimmer:Continúa aprendiendo |  |

## **Part 1 - Receta: Burbuja Simple**

Esta lección enseña sobre las instancias de un objeto, y también incluye cómo escribir en código en torno al alcance de una variable. Específicamente, la primera línea para ser traducida dice en español/inglés:

|  |
| --- |
| //Crea un ProgramaVentana titulado Mi Burbuja --#1 |

|  |
| --- |
| //Create a ProgramWindow titled My Bubble --#1 |

Para hacer esto, tendrá que guiar a los estudiantes a través de varios pasos (si tiene tiempo, mire el video que se muestra a continuación). Estos pasos son los siguientes (el código se muestra a continuación):

1) crea un nuevo objeto llamado ProgramWindow con el valor Bubbles

2) guarde ese objeto como una variable local llamada programWindow

3) declarar un campo (antes de la clase) de tipo ProgramWindow

|  |
| --- |
| private ProgramWindow programWindow; public SimpleBubble() {  //Create a ProgramWindow titled Bubbles --#1  programWindow = new ProgramWindow("Bubbles"); |

Usando lógica similar, guíe a los estudiantes a traducir los comentarios en español/inglés.

|  |
| --- |
| // Crea un círculo con el radio y el siguiente color de la rueda de colores --#2.1 |

|  |
| --- |
| // Create a circle with the radius and the next color from the color wheel --#2.1 |

Primero, cree un nuevo objeto de círculo, y luego incluya los parámetros requeridos. Es posible que desee ingresar un radio falso, como un paso intermedio. A continuación, guarde el nuevo círculo como una variable local llamada ‘círculo’. El código se vería así:

|  |
| --- |
| // Establece el radio para el círculo con un número aleatorio entre 10 y 50 - # 2.5  int radius = NumberUtils.getRandomInt (10, 50);  // Crea un círculo con el radio y el siguiente color de la rueda de colores - # 2.1  Circle circle = new Circle (radio, ColorWheel.getNextColor ()); |

|  |
| --- |
| // Set the radius for the circle to a random number between 10 and 50 --#2.5 int radius = NumberUtils.getRandomInt(10, 50); // Create a circle with the radius and the next color from the color wheel --#2.1 Circle circle = new Circle(radius, ColorWheel.getNextColor()); |

A continuación, guiará a los niños al siguiente nuevo concepto: codificar eventos a través de MouseClickListener. Escribimos un objeto *Listener* personalizado, derivado del objeto del evento MouseClick más genérico que es estándar en Java, para simplificar el registro de eventos. Observará que también limitamos al *listener* al botón izquierdo del mouse. La solución a esta sección de la lección que usa este objeto, se muestra a continuación:

|  |
| --- |
| @Override  public void onLeftMouseClick(int x, int y) { // createBubble (recipe below) --#8 createBubble(x, y); } |

El concepto de llamar a un *listener,* que usa la palabra clave "this", también es nuevo en esta lección:

|  |
| --- |
| //Haga que SimpleBubble escuche cuando se hace clic con el botón izquierdo del mouse en la ventana de su programa - # 2.2 programWindow.addMouseLeftClickListener(this); |

|  |
| --- |
| //Have SimpleBubble listen for when the left mouse button is clicked in your program window --#2.2 programWindow.addMouseLeftClickListener(this); |

Adicionalmente, hacemos un objeto de un Círculo (Circle) para lograr que la creación de una burbuja sea más directa. El objeto Círculo (Circle) es una abstracción de nivel superior a la parte más general biblioteca Pintable. Esta es la razón por la cual los estudiantes deben llamar a 'removePainable' en la ventana del programa para eliminar los círculos que fueron creados.

En el método createBubble además del uso del objeto Círculo (Circle), hay varios conceptos nuevos de programación intermedia. Incluyen el uso de nuestra biblioteca NumberUtils para crear un número aleatorio y también el uso de una instancia del objeto Círculo (Circle).

La idea de la creación de una instancia (como un campo o una variable local) frente a la inicialización de objetos globales debe reforzarse (círculo círculo = círculo nuevo ...) (Circle circle = new Circle...). Además, la idea de 'usar tu editor para explorar' está incorporada ya que creamos métodos personalizados en el objeto Circle, como por ejemplo, Circle.setCenter, y Circle.addTo para lograr que el proceso de traducción esté más cerca del español/inglés original.

The idea of instance creation (as a field or a local variable) vs. global object initialization should be reinforced (Circle circle = new Circle...). Also, the idea of 'use your editor to explore' is built-in as we created custom methods on the Circle object, such as Circle.setCenter... and Circle.addTo to make the translation process closer to the original English.

### **Recapitulación: Burbuja**

A continuación un video para la preparación del maestro, puede encontrarse [aquí](https://www.youtube.com/watch?v=3aihvg44gNs). Los conceptos para enfatizar son el alcance de las variables, es decir, el campo vs. la variable local; y “simula” hasta que lo logres, es decir, usar falsificaciones (constantes, tales como un número, en nuestro caso 9 para el radio, etc.) para que pueda ejecutar y probar su código en pasos intermedios.

También es posible que desee reforzar, SIN borrar las líneas de español/inglés hasta que cada línea se traduzca COMPLETAMENTE.

Haga una pregunta a los alumnos: '¿Por qué extrajimos dos métodos?'

También es posible que usted desee preguntar a los alumnos sobre el método principal -en las recetas anteriores lo colocamos siempre en una de las primeras líneas-, en esta ocasión, no lo hicimos. La razón es que queríamos que los niños usen un método constructor, tal es el caso de, SimpleBubble (), el cual después, es llamado atípicamente por el método principal al FINAL de esta receta. También reforzamos esta idea de un método constructor en la receta adicional: 'Connect the Dots'.

[![“Bubble”](data:image/jpeg;base64,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)](https://www.youtube.com/watch?feature=player_embedded&v=3aihvg44gNs)

## **Parte 2 – Variación: SimpleBubbleVariation (aka 'BubbleSplat')**

Para iniciar esta sección, puede optar por utilizar la pregunta Kata de TKP:

*"¿Cómo agregarías la capacidad de cambiar tu burbuja en un unicornio?"*

Ejemplo (con todos los pasos posteriores completados):

Variación 1: crea un 'splat' de burbujas haciendo lo siguiente:

--agregando otra anulación en el onLeftMouseClick la cual incluye un lazo *for* del tamaño 7. Dentro del método (y para el lazo) crea un nuevo método llamado createBubbles, copiando el método createBubbles original y eliminando la línea programWindow.removePaintable - una solución potencial se muestra a continuación:

|  |
| --- |
| public class SimpleBubble implements MouseLeftClickListener  {  private ProgramWindow programWindow;   public SimpleBubble()  {  programWindow = new ProgramWindow("Bubbles");  programWindow.addMouseLeftClickListener(this);  prepareColorPalette();  }   private void prepareColorPalette()  {  ColorWheel.addColor(Colors.Blues.AliceBlue);  ColorWheel.addColor(Colors.Blues.Blue);  ColorWheel.addColor(Colors.Blues.DarkBlue);  ColorWheel.addColor(Colors.Purples.Purple);  } // @Override // public void onLeftMouseClick(int x, int y) // { // createBubble(x, y); // }  @Override public void onLeftMouseClick(int x, int y) { int size = 7; for (int i = 1; i <= size; i++)  {  createBubbles(x + i \* 15, y + i \* 15);  } } private void createBubble(int x, int y) {  programWindow.removePaintable();  int radius = NumberUtils.getRandomInt(10, 50);  Circle circle = new Circle(radius, ColorWheel.getNextColor());  circle.setCenter(x, y);  circle.addTo(programWindow); } private void createBubbles(int x1, int y1)  {  //programWindow.removePaintable();  int radius = NumberUtils.getRandomInt(10, 50);  Circle circle = new Circle(radius, ColorWheel.getNextColor());  circle.setCenter(x1, y1);  circle.addTo(programWindow);  } public static void main(String[] args)  {  new SimpleBubble();  }  } |

Variación 2: refactoriza para crear un array de burbujas

## **Parte 3 – Examen: Simple Burbuja (SimpleBubbleQuiz)**

Complete el examen - IMPORTANTE: los estudiantes deben interactuar (hacer clic) con la pantalla, además de completar el código para aprobar esta prueba. Deben hacer clic en el botón izquierdo o derecho del mouse para completar el paso (después de haber escrito el código correspondiente) para aprobar el examen.

## **Parte 4 – Conecta los Puntos**

Esta receta reforzó la idea de un constructor en la primera línea de comentarios:

|  |
| --- |
| //Crea una nueva ventana de 'Connect The Dots'. --[#1](https://www.penflip.com/lynnlangit/tkp-lesson-plans/discussions/1).1 |

|  |
| --- |
| //Create a new 'Connect The Dots' window. --[#1](https://www.penflip.com/lynnlangit/tkp-lesson-plans/discussions/1).1 |

El cual, similar al proceso de traducción de la receta SimpleBubble hecho anteriormente, se traduce usando los mismos pasos, esto es:

1) Crea un nuevo objeto ConnectTheDots

2) Crea una variable local llamada puntos del tipo ConnectTheDots (objecto), la cual es traducida a lo siguiente:

|  |
| --- |
| ConnectTheDots dots = new ConnectTheDots(); |

Nuevamente usamos el método de encadenamiento, como lo hicimos en la receta Turtle Tree, pero ahora combinado con los oyentes del evento en la línea de español/inglés:

|  |
| --- |
| // Escucha por los clicks de la izquierda en la ventana para la tortuga |

|  |
| --- |
| // Listen for left clicks on the window for the tortoise |

El cual es traducido a este código:

|  |
| --- |
| Tortoise.getBackgroundWindow().addMouseLeftClickListener(this); |

Esta lección refuerza el concepto de eventos, recientemente introducido con el uso de los de los eventos oyentes (event listeners): onLeftMouseClick y onRightMouseClick.

|  |
| --- |
| @Override  public void onRightMouseClick(int x, int y) { clearTheScreen(); } @Override public void onLeftMouseClick(int x, int y) { addDot(x, y); } |

También el uso del objeto Tortuga para borrar la ventana del programa, en lugar de la ventana del programa en sí, puede ser confuso para los estudiantes. El uso del objeto Texto como una traducción de 'Escribir' {estas palabras} 'en la pantalla es un cambio sutil que es importante resaltar, por ejemplo, del verbo español/inglés al sustantivo Java.

|  |
| --- |
| private static void clearTheScreen()  { // ------------- Recipe for clearTheScreen // Clear the Program Window Tortoise.clear(); // Write "Right click to clear" on the screen at position 100, 100 new Text("Right click to clear").setTopLeft(100, 100).addTo(Tortoise.getBackgroundWindow()); } |

## **Parte 5 - Inmersión Profunda 08: TBD**

Conceptos incluirán eventos y más instancias de objetos

## **Parte 6 - Laberinto de tortuga**

Eventos de clic de botón: esta lección no está completa, por lo que aún no está incluida en la biblioteca.

## **Parte 7 – Hoja de Trabajo**

-Imprime la siguiente Hoja de Trabajo '[7\_SimpleBubbleWorksheet.docx](https://drive.google.com/open?id=1JRIJqHgw_tHkFEAoX2mikdSdtGYGmZoNcGT7QZ6gMb0)'